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Abstract
This paper reports on the Hybrid Systems Theorem Proving (HSTP) category in the

ARCH-COMP Friendly Competition 2025. HSTP focuses on flexibility of programming
languages as structuring principles for hybrid systems, unambiguity and precision of pro-
gram semantics, and mathematical rigor of logical reasoning principles. The benchmark
set includes nonlinear and parametric continuous and hybrid systems and hybrid games,
each in three modes: fully automatic verification, semi-automatic verification from proof
hints, proof checking from scripted tactics. This instance of the competition focuses on
presenting the differences between the provers on a subset of the benchmark examples.

1 Introduction
This report summarizes the experimental results of the Hybrid Systems Theorem Proving
(HSTP) category in the ARCH-COMP25 friendly competition, focusing on a feature com-
parison between the participating theorem provers. Details on the benchmark sets and the
evaluation modes can be found in previous editions of the HSTP category [MMJ+20, MJZ+21,
MZS+22, MSZ+23]. The examples in the benchmark competition are grouped into the following
categories:

• Hybrid systems design shapes: small-scale examples over a large variety of model shapes
to test for prover flexibility.

• Nonlinear continuous models: test for prover flexibility in terms of generating and proving
properties about continuous dynamics, based on [SMT+19, SMT+21].

• Hybrid games: small-scale examples with adversary dynamics in differential dynamic
game logic.
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• Hybrid systems case studies: hybrid systems models and specifications at scale to test for
application scalability and efficiency, based on [MGVP17].

• Hybrid systems from Simulink/Stateflow models: examples translated from Simulink/S-
tateflow models to verify.

In each of these categories, tools can select the degree of automation depending on their
focus in the spectrum from fast proof checking to full proof automation:
(A) Automated: hybrid systems models and specifications are the only input, proofs and

counterexamples are produced fully automatically.
(H) Hints: select proof hints (e.g., loop invariants) are provided as part of the specifications.
(S) Scripted: significant parts of the verification is done with dedicated problem-specific scripts

or tactics.
Benchmark examples in the hybrid systems design shapes, nonlinear continuous models, hy-
brid games and hybrid systems case study benchmarks are available at https://github.com/
LS-Lab/KeYmaeraX-projects/tree/master/benchmarks and specified in differential dynamic
logic (dL) [Pla08, Pla17]. Benchmark examples for HHLPy, including the Simulink/Stateflow
models and their translations to Hybrid CSP [ZWR95], are available at https://gitee.com/
bhzhan/mars/tree/master/hhlpy/examples/simulink. An introduction to the problem for-
mat syntax is in Section 2. The participating tools are presented in Section 3. An overview of
the examples together with the findings from the competition is given in Section 4.

2 Problem Format
Benchmarks in the hybrid systems design shapes, nonlinear continuous models, hybrid games
and hybrid systems case study categories are written in differential dynamic logic (dL) [Pla08,
Pla17] which has axioms and an unambiguous semantics available [BRV+17] in KeYmaera 3,
KeYmaera X, Isabelle/HOL, and Coq. A tutorial on the modeling principles in dL can be
found in [QML+16], details on the ASCII syntax are in [MMJ+20]. Libraries of pre-defined
functions (e.g., import kyx.math.abs) [GTMP22] help expressing models more conveniently.
Benchmarks in the hybrid systems design shapes and nonlinear continuous models are also
translated to the HHLPy input language, along with the Simulink/Stateflow benchmarks. In
the second subsection, we describe the input language for HHLPy in the competition.

Problem Format Example. The KeYmaera X ASCII syntax is illustrated in the example
below, with tactics using position identifiers to refer to formulas and terms in a sequent.

1 ArchiveEntry "Benchmark Example 1"
2
3 Definitions /∗ definitions cannot change their value ∗/
4 import kyx.math.abs; /∗ import absolute value function ∗/
5 Real A = 5; /∗ real−valued maximum acceleration defined to be 5 ∗/
6 Real b; /∗ real−valued braking, undefined so unknown value ∗/
7 Bool geq(Real x, Real y) <−> x>=y; /∗ predicate geq defined to be formula x>=y ∗/
8 HP drive ::= { /∗ program drive defined to choose either ∗/
9 ?v<=5; a:=A; /∗ maximum acceleration if slow enough ∗/

10 ++ a:=−b; /∗ or braking, nondeterministically ∗/
11 };
12 End.
13
14 ProgramVariables /∗ program variables may change their value over time ∗/
15 Real x; /∗ real−valued position ∗/
16 Real v; /∗ real−valued velocity ∗/
17 Real a; /∗ current acceleration chosen by controller ∗/
18 End.
19
20 Problem /∗ conjecture in differential dynamic logic ∗/
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21 v>=0 & b>0 /∗ initial condition ∗/
22 −> /∗ implies ∗/
23 [ /∗ all runs of this hybrid program ∗/
24 { /∗ braces {} group programs ∗/
25 drive; /∗ expand program drive here as defined above ∗/
26 { x’=v, v’=a & v>=0 } /∗ differential equation system ∗/
27 }∗ @invariant(v>=0) /∗ loop repeats, with @invariant contract ∗/
28 ] v>=0 /∗ safety/postcondition after hybrid program ∗/
29 End.
30
31 Tactic "Automated proof in KeYmaera X"
32 auto
33 End.
34
35 Tactic "Scripted proof in extended Bellerophon tactic language"
36 implyR(’R=="v>=0&b()>0−>[{{?v<=5;a:=5;++a:=−b();}{x’=v,v’=a&v>=0}}∗]v>=0");
37 loop("v>=0", ’R=="[{{?v<=5;a:=5;++a:=−b();}{x’=v,v’=a&v>=0}}∗]v>=0"); <( /∗ < splits branches ∗/
38 " Init " :
39 id , /∗ initial case: shown with close by identity ∗/
40 "Post":
41 QE, /∗ postcondition: prove by real arithmetic QE ∗/
42 "Step":
43 composeb(’R=="[{?v<=5;a:=5;++a:=−b();}{x’=v,v’=a&v>=0}]v>=0");
44 solve(’R=="[?v<=5;a:=5;++a:=−b();]#[{x’=v,v’=a&v>=0}]v>=0#");
45 choiceb(’R=="[?v<=5;a:=5;++a:=−b();]\forall t_ (t_>=0−>\forall s_ (0<=s_&s_<=t_−>a∗s_+v

↪→ >=0)−>a∗t_+v>=0)");
46 /∗ separate controller branches ∗/
47 andR(’R=="[?v<=5;a:=5;]\forall t_ (t_>=0−>\forall s_ (0<=s_&s_<=t_−>a∗s_+v>=0)−>a∗t_+v

↪→ >=0)&[a:=−b();]\forall t_ (t_>=0−>\forall s_ (0<=s_&s_<=t_−>a∗s_+v>=0)−>a∗t_+v
↪→ >=0)"); <(

48 " [?v<=5;a:=5;]\forall t_ (t_>=0−>\forall s_ (0<=s_&s_<=t_−>a∗s_+v>=0)−>a∗t_+v>=0)":
49 /∗ decompose some steps then ask auto ∗/
50 composeb(’R=="[?v<=5;a:=5;]\forall t_ (t_>=0−>\forall s_ (0<=s_&s_<=t_−>a∗s_+v>=0)−>

↪→ a∗t_+v>=0)");
51 testb(’R=="[?v<=5;][a:=5;]\forall t_ (t_>=0−>\forall s_ (0<=s_&s_<=t_−>a∗s_+v>=0)−>a∗

↪→ t_+v>=0)");
52 auto,
53 " [a:=−b();]\forall t_ (t_>=0−>\forall s_ (0<=s_&s_<=t_−>a∗s_+v>=0)−>a∗t_+v>=0)":
54 /∗ assignment, then real arithmetic ∗/
55 assignb(’R=="[a:=−b();]\forall t_ (t_>=0−>\forall s_ (0<=s_&s_<=t_−>a∗s_+v>=0)−>a∗t_

↪→ +v>=0)");
56 QE
57 )
58 )
59 End.
60
61 End. /∗ end of ArchiveEntry ∗/

Input Language for HHLPy Benchmarks in the Hybrid Systems from Simulink/Stateflow
category are modeled using Hybrid CSP, with properties specified as Hoare triples in Hybrid
Hoare Logic. Both Hybrid CSP programs and properties as Hoare triples can be written using
an ASCII syntax, as illustrated below. They are composed of pre-conditions, programs and
post-conditions. The program is annotated with invariants and rules for proof.

1 # ArchiveEntry Benchmark Example 2
2
3 pre; # pre−conditon
4 t := 0; # Assignment command
5 x := 0;
6 { # braces {} group programs
7 Chart_A_done := 0;
8 if (t >= 1) { # If command
9 t := 0;

10 x := 0;
11 Chart_A_done := 1;
12 }
13 Chart_ret := Chart_A_done;
14 {x_dot = 1, t_dot = 1 & t < 1} # differential equation systems

3
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15 invariant [x == t]{di}; # differential equation invariant , with proof rule
16 }∗ # loop repeats
17 invariant [x == t] [0 <= x] [x <= 1]; # loop invariant
18 post [0 <= x] [x <= 1]; # post−condition

The pre-condition is true and the post-condition is 0 ≤ x ∧ x ≤ 1 in the above example. In
the program, t and x are assigned as 0, followed by a loop command. The invariants of the
loop are x == t, 0 ≤ x and x ≤ 1. A differential equation is in the loop with invariant x == t
proved by the rule dI (differential invariant).

3 Participating Tools
KeYmaera X. KeYmaera X [FMQ+15] is a theorem prover for the hybrid systems logic
differential dynamic logic (dL). It implements the uniform substitution calculus of dL [Pla17].
A comparison of the internal reasoning principles in the KeYmaera family of provers with a dis-
cussion of their relative benefits and drawbacks is in [MP20], and model structuring and proof
management on top of uniform substitution is discussed in [Mit21]. KeYmaera X supports
systems with nondeterministic discrete jumps, nonlinear differential equations, nondetermin-
istic inputs, and allows defining functions implicitly through their characterizing differential
equations [GTMP22]. It provides invariant construction and proving techniques for differential
equations [SMT+21, PT20], and stability verification techniques for switched systems [TMP22].
To discharge proof obligations in real arithmetic, KeYmaera X interacts with trusted backend
procedures for quantifier elimination (Z3, Wolfram Mathematica, Wolfram Engine); a veri-
fied backend procedure based on virtual term substitution is under development [SCMP21].
Proofs in KeYmaera X can be conducted interactively [MP16], steered with tactics [FMBP17],
or attempted fully automatic. KeYmaera X provides a definitions mechanism for functions
[GTMP22]. The newest addition to the KeYmaera X modeling tool suite is a VSCode ex-
tension for editing input files and checking proofs in KeYmaera X1. The extension supports
VSCode language server features including syntax highlighting, hover information, syntax er-
ror diagnostics, and code action suggestions (quick fixes). The tool supports running proof
checking for individual tactics returning output results and pass/fail symbols. Fig. 1 shows a
screenshot of the Hybrid Games input file with the file content outline on the left. An option
to check the proof for all the tactics is displayed above each entry and each individual tactic in
the editor. The check proof feature communicates with the KeYmaera X backend via command
line integration and displays the result in editor output along with visual symbols next to the
selected tactic.

HHL Prover/HHLPy. HHL Prover is a verification tool for hybrid systems modeled by
Hybrid CSP (HCSP) [He94, ZWR96], implemented in Isabelle/HOL. HCSP is an extension of
CSP by introducing differential equations for modeling continuous evolution and interrupts for
modeling interaction between continuous and discrete dynamics. The proof system of HHL
Prover is Hybrid Hoare Logic (HHL) [LLQ+10].

HHLPy is a new verification tool for HCSP, that provides a friendlier web-based user inter-
face. Currently it handles only the sequential fragment of HCSP, with reasoning rules similar
to those in dL. We briefly introduce each of the two tools in the following paragraphs.

HHL Prover HHL Prover [WZZ15] is an interactive theorem prover for verifying hybrid
systems modeled by Hybrid CSP (HCSP). We use the trace-based hybrid Hoare logic for rea-

1https://github.com/ProVE-Lab/vscode-kyx
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Figure 1: Screenshot of the VSCode extension

soning about HCSP processes as in last year. Traces for both sequential and parallel HCSP
processes are represented as lists of trace blocks. There are two types of trace blocks: ODE
blocks and communication blocks. ODE blocks specify evolution of the process over an interval
of time, consisting of duration of the interval, the state of the process as a function of time, and
a set of communications that are ready during the interval. Communication blocks are of three
types: input, output, and IO. Input and output blocks specify an unmatched communication
event, while IO blocks specify a matched communication event. All three types of events also
specify the value that is communicated. The input and output blocks are synchronized during
parallel composition of HCSP processes.

HHLPy HHLPy is a theorem prover with a friendlier user interface, currently for verifying
sequential HCSP programs only. It is implemented using Python and JavaScript. The sequential
fragment of HCSP contains ODEs with domain boundary, but not communication, interrupts,
and parallel processes. Extending HHLPy to handle the full HCSP language is left for future
work. Given a sequential HCSP process P , a specification takes the form of Hoare triple,
{Pre}P{Post}, where Pre and Post are pre-/post-conditions in first-order logic.

To reason about differential equations, HHLPy makes use of a set of proof rules that are
inspired by dL [Pla10, Pla11, PT18], but adapted to the semantics of sequential HCSP. The
differential weakening (dW) rule reduces a Hoare triple concerning ODEs to an invariant triple
of the ODE and some verification conditions. Invariant triple is in the form of JP K⟨ẋ = e⟩JQK,
whose semantics is roughly stated as follows: for any solution to the differential equation ẋ = e,
if Q is satisfied at beginning and P is satisfied throughout, then Q is satisfied throughout.
Rules such as differential invariant (dI), differential cut (dC), Darboux’s rule (dbx) and barrier

5
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certificates (barrier), many of which borrowed from differential dynamic logic, are then used to
prove invariant triples.

HHLPy stores proof information after the corresponding assertion (post-condition, invari-
ant), so that the user can still reuse proofs when they modify the program or the assertions
slightly. Specifically, proof rules are stored after the corresponding invariants, and proof meth-
ods for proving verification conditions, for example, Z3 or Wolfram Engine, are stored after
the assertion that generates the corresponding verification condition. Sometimes one asser-
tion corresponds to several verification conditions. HHLPy also proposed a labeling system to
distinguish these verification conditions.

4 Benchmarks
One of the strengths of hybrid systems theorem proving as a verification technique is its support
for combined automated and interactive verification steps as well as its applicability to proof
search and proof checking. The benchmark examples were analyzed in three modes:

Automated The specification is the only input to the theorem prover. Proofs and counterex-
amples are obtained fully automated to highlight the capabilities of theorem provers in
terms of invariant generation, proof search, and proof checking.

Hints Known design properties of the system, such as loop invariants and invariants of dif-
ferential equations, are annotated in the model and allowed to be exploited during an
otherwise fully automated proof to highlight the capabilities of theorem provers in terms
of proof search and proof checking.

Scripted User guidance with proof scripts is allowed to highlight the capabilities of theorem
provers in terms of proof checking.

The benchmark examples are structured into 5 categories: hybrid systems design shape
examples to test for system design variations at a small scale, nonlinear continuous models
to test for continuous invariant construction and proving capabilities, hybrid game examples
to test adversarial dynamics, hybrid systems case studies to test for prover scalability, and a
category for hybrid systems from Simulink/Stateflow models.

Experimental Setup. HHLPy participated in three benchmark sets, which are hybrid sys-
tems design shapes, nonlinear continuous models and hybrid systems from Simulink/State-
flow models. The performance results were obtained on Windows 11, with Z3-solver 4.8.12.0
and Wolfram Engine 13.0, on the machine with 8-core Intel(R) Core(TM) i5-1035G4 CPU @
1.10GHz and 16 GB memory.

HHL Prover participated in hybrid systems design shapes. The results were obtained on
Windows 10, with Isabelle2020 and afp-2020-12-22 on a machine with Intel(R) Core(TM) i7-
8550U CPU @ 1.80GHz.

In this edition, KeYmaera X participated in all three modes in the design shapes, games,
nonlinear continuous models, and case study benchmarks categories. The performance results
reported here are obtained on with Wolfram Engine as a backend on the Chameleon testbed.

4.1 Hybrid Systems Design Shapes
This category is designed to test for basic verification features on simple examples. The bench-
mark examples are grouped as follows:
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Static semantics correctness 9 examples with various sequential orders and nested struc-
tures of assignments, differential equations, and loops.

Dynamics 30 examples with differential equations ranging from solvable to nonlinear.
LICS Tutorial 9 dL tutorial examples [Pla12] ranging from basic time-triggered motion

control to model-predictive control.
STTT Tutorial 12 dL modeling tutorial examples [QML+16] ranging from basic discrete

event-triggered and time-triggered control for straight-line motion to speed control with a tra-
jectory generator and lane-keeping with two-dimensional curved motion.

KeYmaera X KeYmaera X participated in scripted, hints, and automated mode (proof
attempts were aborted after 60s, every proof attempt was made in a fresh prover instance with
all caches cleared):

Script 60 of 61 examples solved (average 670ms, maximum 5.3s).
Hints 52 of 61 examples solved (average 540ms, maximum 1.8s).
Auto 50 of 61 examples solved (average 440ms, maximum 2.1s).

As in previous competitions ([MZS+22]) the remaining unsolved example is a progress proof.

HHL Prover/HHLPy. The HHL Prover successfully proved 49 of the 61 examples in Is-
abelle/HOL using our proof system. Since the benchmarks are originally formulated in terms
of dynamic logic, some modifications are made to adapt it to a Hoare-logic style system.

The level of automation of HHLPy is between that of hints mode and scripted mode, requiring
the users to annotate both the invariants and the rules of differential equations. Proof attempts
were aborted after 300s. HHLPy verified 50 out of 61 examples in this category. For the 11
unverified examples, eight of them could not be translated into Hoare triples of HCSP programs,
due to the semantics difference between dL and Hoare triples of HCSP programs; one of them is
non-polynomial; and we are still not clear about how to prove the last two. All of the verification
conditions generated of the verified ones could be proved by Z3.

4.2 Nonlinear Continuous Models
The examples in this category remained unchanged from [MMJ+20] for direct comparison of the
verification performance with previous results; the examples test for pure continuous verification
performance. Future competitions may additionally utilize the extended benchmark set of
[SMT+21].

KeYmaera X. KeYmaera X participated in the scripted, hints, and automated format (proof
attempts were aborted after 60s, every proof attempt was made in a fresh prover instance with
all caches cleared):

Script 107 of 141 examples solved (average 1.2s, maximum 36.5s).
Hints 96 of 141 examples solved (average 1.2s, maximum 19.6s).
Auto 59 of 141 examples solved (average 1.7s, maximum 10.5s).

HHLPy. The level of automation of HHLPy is between that of hints mode and scripted mode,
requiring the users to annotate both the invariants and the rules of differential equations. Proof
attempts were aborted after 300s. HHLPy verified 103 out of 141 examples in this category. For
most of the unverified ones, we have not found appropriate invariants. Most of the generated
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verification conditions could be proved both by Z3 and Wolfram Engine, while some could only
be proved by Z3 or Wolfram Engine. We found that Z3 has advantages of handling complex
boolean expressions, while Wolfram Engine is better at handling decimals and quantifiers.

4.3 Hybrid Games
The hybrid games benchmark tests basic games reasoning over 3 examples with adversarial
dynamics. Future editions of the competition may utilize extended games case studies, such as
[CMP23].

KeYmaera X. KeYmaera X participated in the scripted, hints, and automated format (proof
attempts were aborted after 60s, every proof attempt was made in a fresh prover instance with
all caches cleared):

Script 3 of 3 examples solved (average 530ms, maximum 1.2s).
Hints 2 of 3 examples solved (average 300ms, maximum 500ms).
Auto 2 of 3 examples solved (average 260ms, maximum 460ms).

4.4 Hybrid Systems Case Study Benchmarks
Category overview. The benchmark examples in this category are selected to test theorem
provers for scalability and efficiency on examples of a significant size and interest in applications
and remained unchanged from [MST+19]. The benchmark examples2 are inspired from prior
case studies on train control [PQ09, ZLW+13], flight collision avoidance [PC09], robot collision
avoidance [MGVP17], a lunar lander descent guidance protocol [ZYZ+14], and rollercoaster
safety [BLCP18].

KeYmaera X. KeYmaera X participated in the scripted, hints, and automated format (proof
attempts were aborted after 300s, every proof attempt was made in a fresh prover instance with
all caches cleared), and attempted 8 examples (3 ETCS train control, 3 flight collision avoidance,
2 robot collision avoidance).

Script 8 of 8 examples solved (average 7.5s, maximum 30.6s).
Hints 6 of 8 examples solved (average 1.8s, maximum 2.9s).
Auto 5 of 8 examples solved (average 1.8s, maximum 3.4s).

The difference in average/maximum duration between hints and scripted format is due to
the two additional solved examples, which are more complex arithmetically and result in longer
checking times in the external arithmetic solver.

4.5 Hybrid Systems from Simulink/Stateflow Models
Category overview. This category contains hybrid systems modeled using Simulink/State-
flow. These models are first translated into the modeling language used for verification, and
then its properties are verified using the appropriate tools. For now, only 5 benchmark problems
are included, which illustrates the basic semantics of Simulink and Stateflow3. They include
Stateflow charts with one or two states, ODEs within each state, delay blocks in Simulink
diagrams, and a cruise control system modeled by Simulink diagrams.

2https://github.com/LS-Lab/KeYmaeraX-projects/blob/master/benchmarks/advanced.kyx
3https://gitee.com/bhzhan/mars/tree/master/hhlpy/examples/simulink
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HHLPy. HHLPy successfully verified all 5 examples. All of the generated verification condi-
tions were proved by Z3. The Simulink/Stateflow diagrams were translated into HCSP programs
automatically using the methods in [XZW+23, GZX+22]. The resulting HCSP programs were
annotated manually with pre- and post-conditions specifying the desired properties, invariants
and necessary proof rules for differential equations. The annotated Hoare triples were then
verified automatically by HHLPy. For example, the Simulink diagram of the cruise control
system consisted of subsystems for the PI controller and the vehicle. The translation process
combined the controller and vehicle dynamics into a single differential equation. The initial and
desired values for speed and control signal were annotated as pre- and post-conditions. The
invariants were derived following the standard theory for analyzing linear dynamical systems.
HHLPy generated 7 verification conditions for this example and all of them were proved by Z3.

5 Modeling and Proof Comparison
5.1 Harmonic Oscillator
The second-order ODE x′′(t) = a · x(t) + b · x′(t) represents a harmonic oscillator. It can be
encoded as a linear system of ODEs and embedded in a hybrid program [Hue20, Example, 6.1]:

x = 0 ∧ b2 + 4a > 0 ∧ a < 0 ∧ b ≤ 0 → [(x := ∗; ?x > 0; y := 0; {x′ = y, y′ = ax + by})∗]x ≥ 0 .

The term b2 + 4a is the oscillator’s damping factor [Att03]. The hybrid program then states
that releasing the oscillator starting from rest (y = 0) and arbitrarily extended (x > 0) will
keep the oscillator extended in an overdamped system (b2 + 4a4 > 0, a < 0 and b ≤ 0).

KeYmaera X The KeYmaera X model and proof remained unchanged from [MZS+22,
MSZ+23].

1 Theorem "Benchmarks/Basic/Affine: Overdamped Door Closing Mechanism"
2
3 Definitions
4 Real a, b;
5 End.
6
7 ProgramVariables
8 Real x, y;
9 End.

10
11 Problem
12 x=0 & b^2+a∗4 > 0 & a<0 & b<=0
13 −>
14 [{x:=∗; ?x>0; y:=0;
15 {x’=y, y’=a∗x+b∗y}
16 }∗@invariant(x>=0)
17 ]x>=0
18 End.
19
20 Tactic "Scripted proof"
21 implyR(1);
22 loop("x>=0", ’R=="[{x:=∗;?x>0;y:=0;{x’=y,y’=a∗x+b∗y}}∗]x>=0"); <(
23 " Init " : QE using "x=0 :: x>=0 :: nil",
24 "Post": id ,
25 "Step":
26 unfold;
27 cut("\exists w w=(−b+(b^2+4∗a)^(1/2))/2"); <(
28 "Use":
29 existsL(’L=="\exists w w=(−b+(b^2+4∗a)^(1/2))/2");
30 dC("−w∗x<=y&y<=0", ’R=="[{x’=y,y’=a∗x+b∗y}]x>=0"); <(

9
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31 "Use":
32 dW(’R=="[{x’=y,y’=a∗x+b∗y&true&−w∗x<=y&y<=0}]x>=0");
33 QE,
34 "Show":
35 ODEinv(’R=="[{x’=y,y’=a∗x+b∗y}](−w∗x<=y&y<=0)")
36 ) ,
37 "Show":
38 QE using "b^2+a∗4>0 :: \exists w w=(−b+(b^2+4∗a)^(1/2))/2 :: nil"
39 )
40 )
41 End.

HHLPy The “Harmonic Oscillator” benchmark now has been verified in HHLPy. In the mod-
eling of this benchmark, we view a and b as constants and give their conditions and for the sake
of brevity in writing, we introduce a new constant w to represent ((b2 + 4 ∗ a)1/2 − b)/2. In
the specification, the process starts with states satisfying the pre-condition x == 0, and then
after the assignments, the ODE is executed. Due to the different semantics of ODE in HCSP,
we use the time variable t with a non-deterministic non-negative initial value to determine the
length of evolution. To prove the post-condition, we set the loop invariant to be x ≥ 0 and the
differential invariant to be y + w ∗ x ≥ 0 ∧ y ≤ 0 using the barrier certificate method. Both of
them are proved using the annotated proof rules.

1 # Harmonic Oscillator
2 constants #const condition
3 a < 0;
4 b <= 0;
5 b^2 + 4 ∗ a > 0;
6 w == ((b^2 + 4 ∗ a)^(1/2) − b)/2;
7 end
8
9 pre[x==0]; # pre−conditon

10 {
11 x := ∗ (x > 0); y := 0;
12 t := ∗ (t >= 0);
13 {x_dot = y, y_dot = a ∗ x + b ∗ y, t_dot = −1 & t>0}
14 invariant [y+w∗x>=0 && y<=0]{bc}{{maintain: wolfram}};
15
16 }∗
17 invariant [x >= 0]{{maintain exec: wolfram}};
18 post[x >= 0]; # post−condition

5.2 Pendulum with Discrete Push

We briefly recall a hybrid program of a pendulum with discrete push [GTMP22], introduced in
HSTP 2023 [MSZ+23]. The pendulum has a rod length L, is slowed down by friction k and its
swing is governed by gravity g. The position of the tip of the pendulum is characterized with
angle θ relative to the vertical (downwards) orientation. The pendulum may receive a discrete
push p that acts on the angular velocity w if the extra force from the push does not make it
swing above horizontal.

10
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g > 0 ∧ L > 0 ∧ k > 0 ∧
pendulum starts at rest︷ ︸︸ ︷

θ = 0 ∧ w = 0 →[(
p := ∗; if

(
1
2(w − p)2 <

g

L
cos(θ)

)
w := w − p fi;

{θ′ = w, w′ = − g

L
sin(θ) − kw}

)∗](
−π

2 < θ <
π

2

)

KeYmaera X The pendulum with discrete push is expressed in KeYmaera X ASCII syntax
below.

1 Theorem "Pendulum with Discrete Push"
2
3 Definitions
4 import kyx.math.{cos,sin,pi};
5 Real g; /∗ Gravity ∗/
6 Real L; /∗ Length of rod ∗/
7 Real k; /∗ Coefficient of friction against angular velocity ∗/
8 End.
9

10 ProgramVariables
11 Real w; /∗ Angular velocity ∗/
12 Real theta; /∗ Displacement angle ∗/
13 Real push; /∗ Extra push ∗/
14 End.
15
16 Problem
17 g > 0 & L > 0 & k > 0 &
18 theta = 0 & w = 0 /∗ Pendulum starts at rest ∗/
19 −>
20 [{
21 /∗ Push if extra force will not make pendulum swing above horizontal ∗/
22 push :=∗;
23 if (1/2∗(w−push)^2 < g/L ∗cos(theta)) { w := w−push; }
24 /∗ Pendulum dynamics: angle and angular velocity ∗/
25 { theta ’ = w, w’ = −g/L ∗ sin(theta) − k∗w }
26 }∗]
27 (−pi/2 < theta & theta < pi/2) /∗ Pendulum never crosses horizontal ∗/
28 End.

The proof in KeYmaera X uses Wolfram Engine as its backend. The main insights are a
loop invariant g

L (1 − cos(θ)) + 1
2 w2 < g

L ∧ π
2 < θ < π

2 and a monotonicity step using the first
conjunct of the loop invariant g

L (1 − cos(θ)) + 1
2 w2 < g

L as an intermediate formula (in order
to focus differential equation automation on proving that the angular velocity does not exceed
the threshold of swinging above horizontal). The proof tactic is listed below.

1 useSolver("Mathematica");
2 unfold;
3 loop("g/L∗(1−cos(theta))+1/2∗w^2 < g/L&−pi/2 < theta&theta < pi/2", 1"); <(
4 "Init" : QE,
5 "Post": propClose,
6 "Step":
7 composeb(1);
8 MR("g/L∗(1−cos(theta))+1/2∗w^2 < g/L", 1"); <(
9 "Use Q−>P":

10 unfold;
11 QE,
12 "Show [a]Q":
13 ODE(1)
14 )
15 )

11
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KeYmaera X does not delegate trigonometric functions and differentially-definable con-
stants, such as π, to external arithmetic solvers; instead, it uses differential equation reasoning
to prove properties about them [GTMP22].

HHLPy The “Pendulum with Discrete Push” benchmark is now verified in HHLPy. We add
th < pi ∧ th > −pi in constraints of the ODE, and prove that (1 − cos(th)) ∗ g/L + 1/2 ∗ w2 <
g/L is both the differential and loop invariant. From that we can obtain the post-condition
th < pi/2 ∧ th > −pi/2. Since the verification conditions generated contains trigonometric
functions and π, we mainly adapt Wolfram Engine to this model.

1 # Pendulum with Discrete Push
2 constants # const condition
3 g > 0;
4 L > 0;
5 k > 0;
6 end
7
8 pre[th == 0][w == 0]; #pre−condition
9 {

10 p:=∗(true);
11 if ((1/2)∗(w−p)^2 < cos(th)∗g/L)
12 {w:=w−p;}
13 else
14 {skip;}
15 t := ∗ (t >= 0);
16 {th_dot=w, w_dot=−g/L∗sin(th)−k∗w, t_dot=−1 & t>0&&th<pi&&th>−pi}
17 invariant [(1−cos(th))∗g/L+1/2∗w^2<g/L]{{init 1: wolfram, init 2: wolfram, maintain: wolfram}};
18 }∗
19 invariant [(1−cos(th))∗g/L+1/2∗w^2<g/L]{{init: wolfram, maintain 1.skip: wolfram, maintain 2.skip:

↪→ wolfram, maintain exec: wolfram}}[th<=pi && th>=−pi]{{init: wolfram, maintain 1.skip:
↪→ wolfram, maintain 2.skip: wolfram, maintain exec: wolfram}};

20 post[th<pi/2 && th>−pi/2]{{wolfram}}; #post−condition

5.3 Skydiver
The skydiver example [FMBP17] illustrates differential ghost reasoning as a technique to certify
arguments about conservation of energy.

KeYmaera X The skydiver model is expressed in KeYmaera X ASCII syntax below.
1 Theorem "Parachute Bounded Velocity"
2
3 Definitions
4 Real g = 9; /∗ gravity ∗/
5 Real p = 1; /∗ parachute drag coefficient ∗/
6 Real a; /∗ skydiver air drag coefficient ∗/
7 Real m; /∗ impact velocity ∗/
8 Real T; /∗ skydiver reaction time ∗/
9 End.

10
11 ProgramVariables
12 Real x; /∗ skydiver altitude ∗/
13 Real v; /∗ skydiver speed (< 0, so lower is faster ) ∗/
14 Real r; /∗ skydiver current drag coefficient (depends on parachute open/closed) ∗/
15 Real t; /∗ time ∗/
16 End.
17
18 Problem
19 g>0 & p>a & a>0 & T>0 & m < −(g/p)^(1/2) &
20 x>=0 & v<0 & v > −(g/p)^(1/2) & r=a
21 −>
22 [ {
23 {
24 ?(v − g∗T > −(g/p)^(1/2) & r = a);

12
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25 ++
26 r := p;
27 }
28 t := 0;
29 {{x’=v, v’=−g+r∗v^2, t’=1 & t<=T & x>=0 & v<0}@invariant(
30 (v’=−g+a∗v^2 −> v−g∗(T−t)>−(g/p)^(1/2)),
31 (v’=−g+p∗v^2 −> v>=old(v)−g∗t))
32 }
33 }∗ @invariant((x>=0 & v<0) & v>−(g/p)^(1/2))
34 ](x=0 −> v>=m)
35 End.

The differential invariants are conditional on the state at the start of the differential equation:
if r = a, so v′ = −g + a · v2, then the differential equation preserves v − g(T − t) > −

√
g/p;

otherwise (r = p), the differential equation preserves v ≥ old(v)−g·t. This proof hint uses old(v)
to introduce a ghost variable that holds the original value of v at the start of the differential
equation. The model is proved using a differential ghost, an auxiliary differential equation that
helps to express conservation of energy: the differential equation y′ = − 1

2 · p · (v −
√

g/p) · y

balances the change in v, so energy is constant per y2(v +
√

g/p) = 1.

HHLPy In proof of the skydiver model in HHLPy, we use a constant c to represent (g/p)1/2.
To deal with the ODE, we introduce a ghost variable y with y′ = −(1/2) ∗ r ∗ (v − d) ∗ y, and
then we can prove the following differential invariants: r > 0, d == (g/r)1/2, y2 ∗ (v + d) == 1,
r == p ∨ v − g ∗ (T − t) > −c step by step. By the use of the loop invariant x >= 0 ∧ v <=
0 ∧ r > 0 ∧ v > −c, we can verify the post-condition.

1 constants #const condition
2 a > 0;
3 g > 0;
4 a < p;
5 T >=0;
6 c == (g/p)^(1/2);
7 m < −(g/p)^(1/2);
8 end
9

10 pre[x >= 0][a == r][v > −(g/p)^(1/2)][v < 0]; #pre−condition
11 { if (r==a && v−g∗T>−(g/p)^(1/2))
12 {skip; ++ r:=p;}
13 else
14 {r:=p;}
15 t:=0; d:= (g/r)^(1/2);
16 {x_dot = v, v_dot=r∗v^2−g, t_dot=1 & x>0&&v<0&&t<T}
17 invariant ghost y (y_dot= −(1/2) ∗ r ∗ (v−d)∗y)
18 [ r>0][d == (g/r)^(1/2)][y^2∗(v+d)==1][r==p || v−g∗(T−t)>−c]{{init_all 1(1): wolfram,

↪→ init_all 1(2): wolfram, init_all 2: wolfram}};
19 }∗
20 invariant [x>=0&&v<=0][r>0][v>−c]{{maintain exec: wolfram}};
21 post[!(x==0) || v^2<=m^2]; #post−condition

6 Conclusion and Outlook
The hybrid systems theorem proving friendly competition focuses on the characteristic features
of hybrid systems theorem proving: flexibility of programming language principles for hybrid
systems, unambiguous program semantics, and mathematically rigorous logical reasoning prin-
ciples.

The automation tactic simplifications, nonlinear invariant generator improvements, and
concurrent arithmetic backend utilization make a difference on some examples and especially in
pure continuous systems verification performance, but their potential is not yet truly realized
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in case study verification performance. Future competitions are planned to extend the case
study sub-category with game examples [CMP23] and stability examples [TMP22] to provide
better assessment of verification performance on realistic examples, and to gain insight into
potential proof automation to generalize the current specialized tactics and proof scripts from
single example applicability to general-purpose proof automation. A related challenge for proof
repeatability and transferability are timeouts used in proof automation to decide how long to
explore specific proof alternatives, and overall proof timeouts as used in this competition.
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